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Abstract

Abstract—Choosing how to split a group of students into teams for project work can be a time-
intensive task for an instructor. An instructor might have a complex set of parameters to optimize,
perhaps desiring each team to have a certain number of times throughout the week where they
can meet, while also seeking to create teams that are homogeneous in some characteristics and
heterogeneous in other characteristics. Demographic composition may also be considered, and
perhaps the instructor has certain students that must be placed on the same team or must be
placed on different teams. Maybe teams will be formed several times, and no student should have
the same teammate twice. A few software tools can be found in the literature to assist an instructor
with this task, but few of them seem to be easily and freely accessible. This paper describes a
new software tool named gruepr, written in C++ by the author. The code has been released under
an open source license, and both the code and compiled binaries with a modern, graphical user
interface for Windows and macOS have been made freely available. An important design goal
was that usage of the software would come at no cost to any instructor who wanted to use it,
and accordingly the survey instrument used by gruepr to survey the students is the free Google
Form platform. Other important design goals were that the software was easy to use and highly
flexible to the instructor’s desired definition of what constitutes an optimal team. Within gruepr,
an instructor can create a Google Form survey with a highly customizable set of questions. The
Google Formis created in the instructor’s own Google Drive. After the students have submitted
their survey responses, the instructor opens in gruepr the file of downloaded results and sets a
flexible set of teaming options. Gruepr then uses a genetic optimization algorithm to partition the
students onto teams. The code takes advantage of multi-threading parallelization and generally
finds a reasonably optimal partitioning of students in a few minutes or less on a modern laptop
computer.

Keywords: student teams, open source, grouping, teamwork

1 Introduction

Students are increasingly asked to work in teams for projects and other class work [1]. The issue of
how to best partition a set of students onto teams is a difficult one. The most common strategies
are: a) randomized teams, b) student self-selection, or c) intentional selection by the instructor [2-
6]. This last strategy may be used to improve the pedagogical and/or project outcomes, but it
comes at a cost: instructor preparation time [6]. A robust body of literature has shown that a
student’s teammates can have a profound influence upon their group experience [7-12]. One
particularly illustrative recent example showed that female first year engineering students verbally
participated more and felt more positively challenged when working on teams with gender parity
or female majority status [12].

A number of computer-based tools have been created to help instructors use student information
to form optimal teams, with some of these tools also able to assist the instructor in surveying the
students to collect that information [13-16]. Many of the solutions are command-line based and
therefore somewhat awkward to use. Even worse, many of these tools are not easily available to



an interested instructor. In some cases, the code has not been released to the public, and in other
cases, web-based systems have been taken offline since publication. A centralized server that 1)
collects student data by sending to them a web-based survey, 2) processes that data, and then 3)
delivers to the instructor the information about which students are on which teams is a very clean
and organized approach to this problem; however, maintaining the server and making available
the bandwidth and computational power required is labor-intensive and costly if the service is
made available to a wide community.

Special mention must be made of CATME, as it is by far the most commonly used platform for
computer-based team formation [3, 17, 18]. It is web-based, hosted on CATME'’s own servers.
Many people find CATME to be flexible and easy to use. Still, the source code is no longer freely
available, and a usage fee is charged to users in order to support the hosting costs. In addition,
some people may find it objectionable that student data is collected and stored by CATME'’s
servers. Nevertheless, CATME was a keen inspiration to the software described in this paper.

Finding an optimal partitioning of discrete objects (i.e., students) into sets (i.e., teams) is compu-
tationally difficult, in fact in the class of problems known as NP-hard. The search space for this
optimization is calculated as

N n!

T (sH
where N represents the number of unique partitions, n represents the number of students, t
represents the number of teams, and s represents the size(s) of the teams. For example, there are
about 10'8 ways to partition 30 students into 10 equal teams of size 3.

Optimal solutions are sought within this search space, and an instructor’s definition of optimal can
be very complex. For example, an instructor may desire each team to have simultaneously: a wide
distribution among the teammates of academic majors and desired work roles, a narrow distribu-
tion among the teammates of past experience levels in a certain skill, at least 3 but ideally 6+ hours
each week where all teammates are free to meet, and no isolated students from underrepresented
gender or racial minority groups. The instructor might also want to allow each student to provide
a few names of classmates with whom they desire to work or absolutely cannot work, or the
instructor may want ensure that students work with new teammates each time teams are formed.
Given the immensity of the search space and the potential complexity of the instructor’s definition
of team optimality, a number of optimization methods have been explored. These include genetic
algorithms [19], the hybrid grouping genetic algorithm [20], evolutionary algorithms [21], heuristic
algorithms [22], and ant-colony optimization [23], among others.

This paper will describe gruepr, a program written by the author to ease the creation of student
teams. The design goals for the program and the methods used to create the software will first
be discussed. Next, the genetic optimization algorithm that underlies how gruepr finds optimal
partitioning onto teams is detailed. After this, results from the use of gruepr in typical cases are
given. Finally, future prospects for the software will be detailed.

2 Design Goals and Methods

Since other solutions to the problem of partitioning students onto teams can be found described
in the literature and, to some extent, have been made available for use, it was necessary to start
with a clear set of distinguishing design goals for gruepr. One clear goal from the outset was to
release gruepr as free and open source software [24]. Related to this, beyond simply opening the
source code for free download and reuse by anyone, it was seen as important that the program
would be easy for non-developers to use at no-cost and little time investment. Thus, binaries for
both Windows and macOS were to be released. A cross-platform system for creating a graphical
user interface would be needed.

During the author’s initial search for software to help form student teams, several of the solutions
found described in the literature were web-based systems that were no longer available for public
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use. Since the goal for gruepr was to make an approach that many people could use, the decision
was made to create a server-free solution. In other words, gruepr would rely only on publicly
available systems and no cost or labor to maintain a server would be needed from the author.
Relatedly, any centralization of the data collection can raise privacy concerns, and thus a solution
was desired that didn’t require student data to be stored on or even flow through a gruepr server
system. As much as possible, instructor control over their students’ data was to be maintained.

Additional design goals included maximal flexibility and ease of use for the instructor. To some
extent, these two design goals lie in opposition to each other, as the former implies complexity
and the latter implies simplicity. The flexibility of use includes allowing the instructor to largely
choose what information they want to obtain from the students, including by writing their own
survey questions and set of possible multiple-choice responses. In addition, the instructor can
very flexibly determine how to use the student survey data so as to define an optimal team. The
idea of flexibility also extends to how the student data is to be collected, with an open format of all
data files desired.

Given these design goals, gruepr was programmed in C++. As much as possible, the program is
written modularly so that others can choose to reuse and/or replace any functions, classes, and
other code structures as befits an open source model. The source code, binaries, and documen-
tation are hosted [25] on the Atlassian Bitbucket git-based platform. Gruepr provides means for
an instructor to use their own surveying platform (even a paper-based, offline survey) to gather
student information and therefore have complete control over their student’s data. Still, for ease
of use, gruepr has integrated a means to create and use customized Google Forms as a widely
available, familiar, no-cost surveying platform.

To provide a graphical user interface and other ease-of-use expectations of modern software,
the Qt libraries [26] are used. These were found to be very full featured, relatively simple to
implement, able to be compiled for both Windows and macOS without alteration, and available
under the GNU General Public License. To add to the aesthetic value, a suite of complementary
color icons from icons8 [27] were used. These icons are available under a Creative Commons
license.

A genetic optimization algorithm is used and is described in detail in the next section of this paper.
The algorithm is computationally intensive. To reduce the optimization time, the OpenMP par-
allelization libraries [28] were used. These libraries were simple to implement and significantly
speed the optimization process by detecting the number of processor cores present on the com-
puter running gruepr and then multithreading parallel tasks across those cores. The OpenMP
libraries are highly recommended for any C++ program that could benefit from multithreaded
processing.

3 Solution

3.1 Survey Creation and Resulting Data File

One component of the gruepr software is titled SurveyMaker. It creates a survey instrument
to be delivered to the students. The instructor can flexibly choose which questions they wish
to include in the survey, and a live preview is shown while the options are being set. Required
questions in a gruepr survey include the student’s first / preferred name, last name, and email
address. The instructor may then choose to include up to 15 “attribute” questions. In gruepr,
an attribute can be any question with a categorical or Likert-scale answer. For each attribute,
the instructor writes the text of the question and the possible response values. A long list of
Likert scales is provided to assist the instructor in writing the response values. Example attribute
questions are academic major, GPA, work preferences, self-assessments of ability or confidence in
performing certain skills, expected project grade, or truly any multiple-choice question. Next, the
instructor may choose to include in the survey a place for students to input their weekly schedule.
Students use a grid of checkboxes by hour and by day when they are free for team meetings, and
the instructor can choose the span of which hours and days are included in the grid. The instructor
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can optionally choose to include in the survey questions asking for: the student’s gender identity,
racial/ethnic/cultural identity, section of the class they are enrolled in, list of preferred teammates,
and list of preferred non-teammates. At the end of the survey, the instructor can add any additional
questions they like; these questions may collect data of interest to the instructor but will not be
used by gruepr directly.

Once the instructor is satisfied with the survey, with the click of a button, SurveyMaker creates
a survey file and a results file. For convenience, these two files can be created as, respectively, a
Google Form and a Google Sheet that will be auto-populated with the submissions to the Form.
SurveyMaker creates the Google Form and Sheet by packaging the instructor’s survey as a URL
sent to a custom Google script. After the instructor logs in to their Google account and authorizes
the script, the Form and Sheet are created in the instructor’s own Google Drive, and the instructor
is shown a webpage with links and instructions on how to use these files. Students need only
be sent the link to the Form to submit their survey, and the instructor need only use the results
download link in order to download a comma-separated value (csv) file containing all the results. If
the instructor prefers not to use a Google Form, SurveyMaker can instead output two text files,
one a text file containing the questions and instructions and the other a pre-formatted csv file in
which the survey results should be copied.

The survey results must be a csv file with a header row containing the text of the questions asked
of the students and each subsequent row containing the answers from one student. There are
some constraints on the order of the questions and the text content of the questions. There is no
requirement to use SurveyMaker to create the survey—there is nothing tying a survey created in
SurveyMaker to survey results files when forming teams in gruepr—but the use of SurveyMaker
ensures that all of the formatting requirements for the csv file are met. When reading the csv file,
gruepr auto-detects what types of questions were included in the survey based on the question
texts, their order within the survey, and, to some extent, on the student answers.

3.2 Teaming Options

A variety of highly flexible teaming options have been implemented in gruepr, and it is likely
that future versions will continue to add more options. By setting these options, an instructor
determines what characteristics of ateam are optimal. The options that are currently implemented
are listed and described below:

¢ [f the survey includes students from multiple class sections, the instructor may choose to
team all students together regardless of section, or may choose to team only those students
from one particular section (repeating the process as needed to form teams for the other
sections).

e Theteam size(s) may be set by evenly splitting the students or by arbitrarily setting individual
sizes of each team.

¢ [f gender information has been collected, an instructor may choose to prevent teams that
have an “isolated” woman, meaning a team with exactly 1 woman, or, similarly, an isolated
man or an isolated nonbinary student. Alternatively or in addition, an instructor may choose
to prevent teams where all students are the same gender.

¢ |[f racial/ethnic/cultural identity information has been collected, an instructor can choose
to prevent teams that have an isolated student from an underrepresented minority group.
When this question is included in the survey, it has a free-response type answer, allowing
students to self-identify however they choose. If the instructor is using this information,
gruepr will list all of the students’ self-reported identities, and the instructor can decide
which of these are to be considered underrepresented.

e The survey may include up to 15 attribute questions, which have a multiple choice response.
The instructor may choose independently for each attribute whether the preference is for
homogeneity or heterogeneity of responses. Homogeneity refers to all students on a team
giving the same response, and heterogeneity refers to the students on a team giving a wide
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range of responses. The instructor can set the relative importance of each attribute question
using a numerical weighting factor. The weights can be set to any non-negative value; it is
only their relative value that is used by gruepr.

¢ For any of the attribute questions, the instructor may also set pairs of incompatible re-
sponses. For example, an instructor might want to separate onto different teams those
students who want to work on project option A from those more interested in project option
B. Analogously, an instructor may want to make sure no two students who indicated their
major is Physics are placed on the same team.

¢ |f weekly schedules have been collected, the instructor may choose to require a certain
number of times throughout the week where all students on a team are free to meet. The
options available to the instructor are the desired number of meeting times for the team,
an absolute minimum number of meeting times for a team, and the minimum length of a
meeting time (whether 1 hour is sufficient to count as a meeting time or 2 hours are needed).
As with the attribute questions, the relative importance of the schedule can be set using a
numerical weighting factor.

¢ Arequirement can be created for any pairs or larger sets of students that must be placed on
the same team.

e Arequirement can be created for any pairs or larger sets of students that must be placed on
different teams.

e Alist of requested teammates can be created for each student, and the instructor can require
that a certain number of those requests be fulfilled. For example, each student might be able
to give the 5 names of requested teammates, and the instructor can set that each student
will be on a team with 2 of them.

3.3 Genetic Optimization Algorithm

In this section, the operation of the genetic optimization algorithm is described. Throughout this
description, n represents the number of students, and t represents the number of teams. The
algorithm performs its work using several arrays of integers, namely: one 1D “team size” array of
size t that contains the number of students on each team, one 2D “genepool” array of size (30000
x n) that contains a set of 30000 possible ways to partition the students into teams, and one
2D “ancestry” array of size (30000 x 14) that stores, for each genome in the genepool array, the
numerical indexes of its parent, grandparent, and great-grandparent genomes.

Next, each student is assigned a unique ID number, from O to n-1. One particular partitioning
of students into teams is encoded as an array containing a permutation of these ID numbers.
Continuing with the example team size array [3, 3, 4], the array of ID numbers |0, 8, 6,5, 3,2, 1,4, 9,
7] represents that the first three students (0, 8, and 6) are on one team; the next three students (5,
3,and 2) are on another team; and the last four students (1, 4, 9, and 7) are on the final team. This
representation is depicted graphically in Figure 1. One array of IDs is a “genome”, and a population
or genepool can be created from a set of such arrays. Gruepr uses a population size of 30000, and
thus the genepool is a size (30000 x n) 2D array of integers.

This simple, array-of-integers genome is memory efficient and requires very little programming
overhead, but it creates significant genomic redundancy. Specifically, permuting the order of IDs
within a team or all of the IDs between two teams of the same size results in a genome that is
distinct but synonymous. In a sense, these two genotypes encode the same phenotype. An example
of two synonymous genomes is given in Figure 1. The amount of redundancy is equal to [t!] ] (s!)]-
This value can be quite large, and less redundant encoding schemes have been explored in the
literature [29]. These more complex schemes are generally found to increase the efficiency of
genetic algorithms solving grouping problems, but they have not been used in gruepr.

At the start of gruepr’s optimization algorithm, a genepool is created from 30000 random permu-
tations of the ID numbers. A “score” is calculated for each genome using a fitness function. This
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Teamsize array: |3 |3 |4

Genomel:|0 |8 |6 |5 |3 |2 |1/|4]|9 |7

Genome2:|3 |5 (2 {6 (0|8 |1 |9 |7 |4

Genome3:|7 |5 (019 4|2 |3 |6 |8 |1

Figure 1. A graphical depiction of an example team size array and a genepool containing 3
example genomes. This team size array indicates that the first three values in a genome array
are to be interpreted as the students in one team, the next three values as those in a second team,
and the last four values as those in a third team. The dashed lines indicate “team boundaries”
but are only displayed to aid visualization; a genome is simply a 1-D array of integers. Note that
the first two genomes in this example genepool are different yet synonymous, as identical teams
result from them.

function quantifies how optimal a solution each genome forms—in other words, how closely the
teams in a genome meet the instructor’s definition of optimal teams. The fitness function will be
described in much more detail in the next section.

A genetic optimization algorithm converges towards increasingly optimal solutions by causing
genomes with greater fitness function scores to be more likely to pass their genomic data onto
subsequent generations [30]. In gruepr, the preferential selection of high scoring genomes is
performed using the tournament selection method. In this method, a random subset of genomes
is selected from the genepool, and two genomes are then selected from the tournament with
preference for those with higher score. In gruepr, 60 genomes from the genepool are randomly
selected for the tournament and put in rank order according to their fitness function scores.
Higher scoring genomes are preferentially selected in the tournament by giving a 33% probability
of selecting each genome in turn. In other words, the top scoring genome in the tournament is
selected 33% of the time, the second-highest scoring genome is selected 33% of the remaining
time, and so on down the line.

Two genomes are selected from a tournament in the same way, but the second genome is rejected
in favor of a new one if it is the same as the first genome or “closely related” to it. The term “closely
related” is an analogy to familial relationships. The second genome cannot be the sibling, first
cousin, or second cousin of the first genome (in all cases, even partial relationships like half-siblings
are prevented). Checking for genome relatedness is done in the interest of maintaining increased
genetic diversity and thereby preventing premature convergence to a locally optimal solution [31].
Gruepr stores the indexes of each genome’s two parent genomes, four grandparent genomes, and
eight great-grandparent genomes, and thus the ancestry array is a size (30000 x 14) 2D array
of integers. When selecting the second genome, if there is a match with the first genome among
one or more of these values within a particular generation, a different second parent is selected.
This method of saving ancestry information is similar to the method implemented in [32]. After
successfully choosing two unrelated parents from the tournament, the ancestry of the soon-to-be-
created child genome is saved using the indexes of the two parents and the indexes saved in the
ancestry array for both parents’ parents and grandparents. This process is shown graphically in
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Figure 2.

Parents Grandparents Great grandparents
| | |
Ancestry of parent1 | T - '
|7547 | 13271 20974| 2009 | 22666| 7613 21389‘ 7579 ‘-u‘ 8454 ‘ 13048‘
(genome #28\036):
\‘\
Wy
Ancestry of parent 2\
1| 22072 | 2750 | 5872 | 8711 | 2273 | 7547 18112‘ 8695 ‘."‘ 15038‘ 16327‘
(genome #15015): |
TR, Nt
T "y
Ancestry of child: | 28036 ‘ 15015 | 7547 | 13271 | 22072 | 2750 | 20974 | 2009 || 2273 | 7547 |
Ancestry of ‘ 19776 ‘ 7433 | 10764 ‘ 3115 ‘ 18289 ‘ 1320 | 8454 ‘ 4751 ‘ ‘ 15129 ‘ 24542 ‘
rejected parent 2:

Figure 2. A graphical depiction of the creation of a child’s ancestry array. From among the
genepool of 30000 genomes, the child’s first parent is genome 28036,and second parent is
genome 15015. The child’s ancestry array consists of, in order:the index of parent 1’s genome,
the index of parent 2’s genome, the first two values of parent 1’s ancestry array (i.e., parent 1’s
parents using the indexes from the previous generation’s genepool), the first two values of
parent 2’s ancestry array, the next four values from parent 1’s ancestry array, and the next four
values from parent 2’s ancestry array. Boxes are colored to help showwhere values are copied
from parent to child. At bottom is the ancestry array of a rejected parent 2. After selecting a
potential parent 2, its ancestry array is compared to that of parent 1. In this case, the value 8454
(emphasized in red text in the rejected parent’s array) is found among the great-grandparents of
both parent 1 and this rejected parent 2, indicating these genomes are partial-second-cousins.
Note that genome15015 was not rejected as parent 2 even though it has a grandparent of 7547
and parent 1 has a parent of 7547. Comparisons are only meaningful within the same
generation (parents-to-parents, grandparents-to-grandparents, etc.).

Once two parent genomes are selected, a child genome is created from them. It is important that
the child’s genome is distinct from those of the parents yet preserves some of the genetic data that
likely led them to have a high fitness function score. In gruepr, this “mating” is performed using the
ordered crossover method [30], modified by placing the crossover locations at locations within
the genome that represent team boundaries. For example, continuing again with the example
team size array [3, 3, 4], there are four genome locations that could be chosen as crossover sites:
position O (before the first team begins), position 3 (boundary between team 1 and 2), position 6
(boundary between team 2 and 3), or position 10 (after team 3). Two sites are randomly chosen.
The child’s genome is created by copying the first parent’s genome between these boundaries
and then filling in the rest of the array with the other IDs in the order they are found within the
second parent’s genome. In this way, high scoring parents are likely to create high scoring children
by passing on what’s most likely good about their genome: specific teams and teammates. This
process is represented in Figure 3

To create a new generation of 30000 genomes, the following steps occur 29997 times: 60 genomes
are randomly selected for a tournament, two non-closely-related parent genomes in the tour-
nament are chosen with preference towards those with a high score, and these two genomes
mate to produce a child genome. The remaining three genomes come from directly cloning the
three top scoring genomes of the previous generation. This process of “elitism” can increase the
convergence speed of a genetic algorithm [30]. The ancestry of an elite genome is passed on as if
the elite was parent 1 and parent 2 of its clone in the new generation.

Genetic diversity among a population is helpfully increased by allowing for genetic mutation.
In gruepr, mutations are manifested as a swapping of values between two randomly selected
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Parent1:|0 |8 |6 |5 (3 |2 |1 (4 |9 |7

Parent2:/|1 |3 |6 |2 |40 |9|7 |5 |8

Child:|1 |6 (4|53 |2 |09 |7 |8

Figure 3. A graphical depiction of thecreation of a child genome from two parent genomes
using ordered crossover. Thearray indexes 3 and 6 were randomly chosen as the crossover sites.
To form thechild genome, the genomic data between the crossover sites (values 5, 3, and 2)are
taken from parent 1, and then the remaining genomic data (all values except5, 3, and 2) are used

in the order they are found in parent 2. The child genomeis distinct from both parents but

contains teams and teammates found in theparents.

locations in a genome. An example mutation is shown in Figure 4. After all of the 30000 genomes
of a generation are created, each genome is mutated with 50% likelihood. If a mutation occurs, an
additional mutation occurs again with 50% likelihood. Thus, in each generation, roughly 15000
genomes will have no mutations, 7500 will have a single mutation, 3750 will have 2 mutations,
etc. It should be noted that the single top scoring genome from the previous generation, which
was cloned as one of the “elite” genomes into the current generation, is not allowed to mutate in
gruepr. This is done to ensure that the highest fitness function score will never decrease from one
generation to the next.

Original:|1 |6 |4 |5 |3 |2 |0 |9 |7 |8

Post-mutation: |1 |6 |0 |5 |3 (2 |4 (9|7 |8

Figure 4. A graphical depiction of a mutation in a genome. Array indexes 2 and 6 were
randomly chosen as the mutation sites.

The optimization process continues as each generation produces a subsequent generation that
has, generally, increased values of the fitness function. The first generation of 30000 randomly
created genomes typically has few, if any, with high fitness function values. In typical use cases
of gruepr, the fitness function values increase rapidly for the first 25 generations or so. As might
be intuitively expected, the optimization speed generally gets slower as the size and complexity
of the search space increases, i.e., as the number of students increases, as the number of teams
increases, and/or as the complexity of the instructor’s teaming options increases. By default,
gruepr chooses when to stop the optimization process, but the instructor may choose instead
to let the optimization continue indefinitely until manually stopped. The default behavior stops
the optimization after at least 40 generations have passed and the highest fitness function value
found among all genomes has stayed within +1% for the previous 25 generations. As a failsafe,
the default behavior also automatically stops optimization after 500 generations.

3.4 Fitness Function

A key component of a genetic optimization algorithm is a fitness function that quantifies how
optimal of a solution that a particular genome forms. In gruepr, the genome represents a particular
way to partition the students onto teams, as was shown graphically in Figure 1. The optimality of a

8/16



gruepr genome—the numerical value of its fitness function—is based on how well each individual
team within that genome meets the instructor’s definition of an optimal team. In gruepr, a “com-
patibility score” is calculated for each individual team within the genome. The set of compatibility
scores from each team is then combined into a single fitness value.

The set of compatibility scores is combined into a single fitness function value using, in general, the
harmonic mean. The harmonic mean is the reciprocal of the arithmetic mean of the reciprocals,
and it was chosen over the arithmetic mean because the harmonic mean skews towards the low
values in a set. By using the harmonic mean of the team compatibility scores for the genome’s
fitness value, the algorithm seeks to improve the compatibility score of all teams, but gives relative
precedence to the improvement of teams with low compatibility scores. The calculation of a
harmonic mean becomes problematic when there are non-positive values being averaged, and
there are times where a team’s compatibility score can be O or negative. Therefore, whenever
any team in a genome has a non-positive compatibility score, gruepr instead uses for the fitness
function value an arithmetic mean of the team compatibility scores that is further reduced by
subtracting half of its absolute value. A flowchart summarizing the calculation of the fitness
function value is given in Figure 5.

The remainder of this section will describe the calculation of an individual team’s compatibility
score. A compatibility score is a combination of a “base score” comprising a weighted average of
the attribute and schedule scores and a “penalty counter” comprising an integer number of penalty
points.

Each of the attribute scores and the schedule score range from O to 1 (with, as described later,
the possibility that schedule scores can occasionally exceed 1). As mentioned in the Teaming
Options section, the instructor sets the relative importance of each attribute question and the
schedule question using numerical weights. These weights are applied to the attribute scores and
the schedule score and then all of these scores are summed in such way that a final, single value
that ranges from O to roughly 1 results. This calculation is accomplished by normalizing the set of
instructor’s weight values to “real weights” that sum to 1, then multiplying each attribute score
and the schedule score by their respective “real weights”, and then summing the results. This value

is the team’s “base score”.

Together with the base score, the instructor may set up a number of absolute requirements for
ateam. Each time a requirement is not met, the penalty point counter is incremented. There
are five categories where a penalty may be applied: schedule, incompatible attributes, gender,
underrepresented minority status, and specifically named teammates. A penalty counter is used
so that a team that fails to meet only one of the requirements is nevertheless preferred to a team
that fails to meet two requirements, and so on for three or more failed requirements.

In summary, a team’s compatibility score, ¢, is calculated according to:
c= (> (w,ea)+w;es—p|el00 (1)

where w, and w, refer to the normalized weight assigned to an attribute question and the schedule
question, respectively, a and s refer to the score for an attribute question or the schedule question,
respectively, and p refers to the integer value of the penalty counter. The summation in Equation 1
is over all attribute questions. Details on the calculation of g, s, and p are given next.

For each attribute question in the survey, gruepr first gathers the set of response values provided
by the students on the team. If this question has ordered responses, such as a Likert scale question,
then the total range of values is calculated and normalized to give a value between O and 1. For
example, if a question has a Likert scale response from 1 (strongly disagree) to 7 (strongly agree)
and a team of 4 students gave responses of 1,4, 1, and 2, then the range of values on the teamis 4
- 1= 3, the total range of values is 7 - 1 = 6, and the normalized range is 3/ 6 = 0.5. In other words,
students in this team represent % of the total possible range of response values. If the question
instead has categorical responses, such as a question asking for a student’s academic major, then
the “range” of values makes no sense. For these questions, the number of unique responses is
counted and normalized to a range of O to 1. Using either of these two calculations, a value of
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Figure 5. A flowchart describing the calculation of the fitness function value for a genome. The
symbol t in the equations refers to the number of teams in the genome.

0 represents complete homogeneity of responses to this question and a value of 1 represents
maximal heterogeneity of responses. If the instructor desires heterogeneity of responses on a
team, this value is used the value is used directly as the attribute score; if homogeneity is desired,
this value subtracted from 1 is used instead in order to reverse the quantification.

Next, if the schedule question was asked in the survey, a count is made of the number of blocks
within the schedule where all teammates have indicated they are free to meet. Only blocks that
meet the instructor’s meeting-length requirement are counted. This count is determined by
performing a Boolean and operation across the schedule arrays collected from each student. If
the count is less than the instructor’s minimum requirement for number of meeting blocks, then
a schedule score of O results and a penalty point is applied. If the count meets the minimum
requirement and does not exceed the instructor’s desired number of meeting blocks, then the
count is divided by the instructor’s desired number of meeting blocks. Where a team has even
more than the instructor’s desired number of meeting blocks, the calculation is the same except
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that the excess meeting blocks are discounted by a factor of 1/6. As examples of these three cases,
if the minimum number of meeting blocks is 5 and the desired number of meeting blocks is 8, then
a team where the students have 4 common free blocks in their weekly schedules would have a
schedule score of 0; a team with 5 common blocks would have a schedule score of 5/8 = 0.625,
and a team with 12 common meeting blocks would have a schedule score of [8 + (12-8)/ 6]/ 8
= 1.083. The schedule score thus ranges from O up to roughly 1, with values possibly exceeding
1. The use of three levels of schedule scores is done so that the schedule score monotonically
increases with more compatible student schedules, but with an absolute requirement to reach
the minimum number of meeting blocks and reduced emphasis on having more than the desired
number.

If the instructor has specified incompatible responses for an attribute question (such as preventing
achemistry major and a physics major from being placed on the same team), then all of the response
values for that attribute on a team are compiled. For each pairing of incompatible response values
found in this set, the penalty counter is incremented.

If the instructor chooses to consider students’ gender, then the number of men, the number of
women, and the number of nonbinary students on the team are counted. If the number of women
equals exactly 1 and isolated women are to be prevented, then the penalty counter is incremented.
The same happens if the number of men equals exactly 1 and isolated men are to be prevented, or
if the number of nonbinary students equals exactly 1 and isolated nonbinary students are to be
prevented. Finally, if either the number of women equals O or the number of men equals O and
single gender teams are to be prevented, then the penalty counter is incremented.

If the instructor chooses to consider students’ underrepresented minority (URM) status, then the
number of URM students on the team are counted. As described previously, student self-identify
their identity in this regard, and it is up to the instructor to select which identities should be
considered as an URM. If the number of URM students on a team is exactly 1 and isolated URM
students are to be prevented, then the penalty counter is incremented.

If the instructor has named any prevented teammates, then each pair of teammates on the team is
examined to see if they are prevented. Each time a prevented pairing is found, the penalty counter
isincremented. Similarly, if an instructor has named any required teammates, then each teammate
is examined to see if their required teammate(s) are found on their team. Each time a required
pairing is not found, the penalty counter is incremented. Finally, if an instructor has named any
requested teammates, then each teammate is examined to count how many of their requested
teammates are found on their team. Each time this value is less than the number of requests that
the instructor requires to be fulfilled, the penalty counter is incremented.

If any of the penalties have been applied, the intent is for the final team compatibility score to have
a maximum value of 0. A team with a highly aligned schedule, however, might have a schedule
score greater than 1, and thus a final score greater than O. To prevent this issue, if any penalty is
applied, the base score is capped at 1. The expected range of compatibility scores is O to 100, with
negative values possible when a team fails to meet a requirement and values over 100 possible
when a team meets all requirements and has students with very highly compatible schedules.

The calculation of a fitness function value for each of the 30000 genomes in a generation was
found to be the slowest part of gruepr’s optimization algorithm. Accordingly, much effort has gone
in to reducing the fitness function calculation time. For example, gruepr skips the calculations
related to any attribute question or the schedule question when it has been given a weight of O. It
likewise skips the determination of penalty points whenever the relevant requirement has not
been set by the instructor.

3.5 Reporting Results

After the instructor loads into gruepr the file of survey results and then sets all of the desired
teaming options, the optimization process begins. Gruepr provides a real-time display of the
progress, showing the number of generations that have evolved, the top fitness value found thus

11/16



far among all genomes created, and a stability metric that suggests to what degree the optimization
process seems to have settled on a solution. The instructor can choose to expand the progress
indicator window to view additional details in the form of a graph showing box-and-whisker plots
of the fitness function values in the genepool as a function of the generation number, an example
of which is shown in Figure 6.

200.0
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Figure 6. The progress of the optimization algorithm is shown as a box-and-whisker of the
distribution of the 30000 compatibility scores within the genepool over the course of 55
generations. For clarity, values are displayed every 5 generations. After about 25 generations,
the distribution of values is heavily skewed to larger values, with a long tail of lower values.

Upon completion of the optimization process, the single genome with the highest fitness value is
returned from the optimization function. This particular partitioning of the students onto teams is
displayed to the instructor in a tree display, initially sorting the teams and the students within each
team according to the students’ last names. The instructor can re-sort the teams according to the
teams’ compatibility scores, gender composition, responses to the attribute questions, or any of
the other data collected in the survey. The instructor can also use drag-and-drop functionality
to manually reorder the teams or move students around. Each team is given a default numerical
team name, but these can be changed to one of the various built-in options (e.g., roman numerals,
letters, chemical elements) or to instructor-input custom names.

Finally, the teams can be printed directly from gruepr or saved to a text or pdf file. Whether printed
or saved, the output can be in several formats. A “student’s file” is suitable for distributing to the
students, since it contains only each team’s name, the names and email addresses of the students
on the team, and a table showing what percentage of the team is free to meet at each hour during
the week. An “instructor’s file” is more useful for the instructor, since it contains, in addition to the
content of the student’s file, student demographic and other survey data, information about the
teaming options, and details regarding the optimization process. A “spreadsheet file” contains only
condensed, tabularized data on which students are on which teams in a format that is suitable
for reuse in gruepr or loading into other software. As an example of how the spreadsheet file
might be reused in gruepr, if new teams are to be formed later in the class and the instructor wants
everyone to have all new teammates, gruepr’s Prevented Teammates option is able to open a
spreadsheet file and use the contents to see all of the previous teammates as prevented this time.
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Multiple spreadsheet files can be processed this way if a third, fourth, or nth set of teams with new
teammates is to be created.

4 Results

For an individual instructor splitting a set of 32 students into 8 teams of 4 with a typical set of tea

ming options, gruepr took less than a minute to find a reasonably optimal partitioning on a laptop
computer (a 2-core / 4-thread Intel® Core™ i7-6600U processor @ 2.60 GHz). The algorithm
usually requires about 50 generations to have settled on a solution. During repeated runs with the
same students and teaming options, very highly similar teams result, perhaps only 2-3 students
switch between different teams each time. This result suggests that something close to a globally
optimal solution has been found. Optimization takes longer as the optimization criteria get more
complicated and, especially, as the number of students and/or teams increases. Still, splitting a set
of 224 students into 56 teams of 4 using the same conditions as before took only about 8 minutes.

As a test of gruepr’s ability to find an optimal set of teams, a mock class of students was created
comprising 3 copies each of 32 student survey submissions (for a total of 96 “students”). Gruepr
was then asked to form 32 teams of 3 students. The following optimization criteria were used
so that optimal teams would have as teammates the 3 copies of each student record: isolated
men and women prevented, homogeneous values of all attributes desired, and highly overlapping
schedules desired. Notably, no Required or Prevented Teammates were set, so that there was no
manual imposition of the known optimal solution. This test represents a difficult case for a genetic
optimization algorithm, since there is a clear, single, well-ordered optimal solution that must arise
from initial randomness.

As opposed to the roughly 50 generations and < 1 minute of optimization required before, this
test took about 150 generations and about 3 minutes. Still, the single, optimal solution of each
team comprising the three copies of one of the students was successfully found by gruepr. The
idea of this test was pushed even further by creating a set of 288 “students”, 9 copies of each of the
32 student records. Using the same teaming options, this time gruepr was asked to partition the
students into a set of 96 teams of 3. This time, it took gruepr 285 generations and approximately
20 minutes to complete. The scaling of the number of generations and the amount of time is
non-linear, since each generation takes longer to process with more students in the genome. When
the algorithm auto-stopped in this test, 15 of the 96 teams created by gruepr consisted of 2 copies
of one student and a different student (albeit a highly similar one) as the third teammate. All of the
remaining teams were the expected 3 copies of a single student record.

Response from instructors who have used gruepr has been highly positive, and both quantitative
and qualitative feedback from several instructors was published recently [33, 34]. As a software
“product,” gruepr has found use for a number of users. The binaries have been downloaded over
100 times. The binaries were statically compiled, meaning for both Windows and macQOS, there is
no installation, just a single program file that can be easily shared. Thus, the number of installations
may exceed the number of direct downloads. An optional registration page was added to the
software as an informal way for the author to collect the names and associated institutions of
gruepr users. There are currently 34 registered users at 20 different institutions worldwide.

4.1 Conclusions and Future Outlook

This paper has presented a free and open source tool to ease the intentional formation of student
teams with a high degree of flexibility for the instructor in defining an optimal team. The genetic
algorithm used in gruepr is able to find reasonably optimal teams in a short amount of time, often
under a minute for a class size of about 30 students. It should be noted that gruepr itself only solves
the problem of creating a survey to collect student information and then using that information
to form the teams. A second important component of systems like CATME is peer evaluation.
While gruepr itself does not currently have an integrated peer evaluation tool, it does work well
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with a free and open source peer evaluation system known as TEAMMATES [35]. This system
is, like gruepr, highly flexible, and it is possible to create with it a web-based peer evaluation
instrument that very nearly replicates an instructor’s current peer evaluation instrument. In fact,
the “spreadsheet file” output from gruepr was designed specifically for immediate upload in the
TEAMMATES system.

A number of future improvements are planned for gruepr. The community of instructors using
gruepr regularly contributes suggestions and requests for improved functionality. For example,
attribute questions will soon be expanded to allow the possibility of more than one answer, asin a
“check all that apply” response type. A more granular scheduling option will soon be explored, too.
For example, allowing the times listed in the schedule grid to be broken into half-hour increments.
Finally, better documentation in the form of text and video explanations will be created.

Currently, gruepr uses Google Forms as the only automated way to survey students. Alternative
survey instruments are possible, since gruepr only needs a csv file of results to create teams. As
described previously, gruepr’s SurveyMaker can output text files to help, but much of the admin-
istration of an alternate survey instrument is labor for the instructor. In the future, automating
to additional survey instruments, such as Qualtrics or SurveyMonkey, will be explored. Of par-
ticular interest is integrating gruepr with various learning management systems like Canvas or
Blackboard. In these cases, not only will automation of the survey instrument be added but also
automatic uploading of the results to the class site. These systems generally have published APls
that allow software tools to download data like class rosters and upload data like surveys and
the composition of student groups. Automation of software to work with learning management
systems is made easier through the Learning Tools Interoperability (LTI) standard [36].
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